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1 Introduction

This document specifies the Remote File Copy Protocol, which is used to copy index related files from a file sender to a file receiver.

Sections 1.8, 2, and 3 of this specification are normative and can contain the terms MAY, SHOULD, MUST, MUST NOT, and SHOULD NOT as defined in RFC 2119. Sections 1.5 and 1.9 are also normative but cannot contain those terms. All other sections and examples in this specification are informative.

1.1 Glossary

The following terms are defined in [MS-GLOS]:

big-endian

The following terms are defined in [MS-OFCGLOS]:

backup indexer node
master indexer node
mebibyte (MiB)
query matching node
query processing
search service application

The following terms are specific to this document:

MAY, SHOULD, MUST, SHOULD NOT, MUST NOT: These terms (in all caps) are used as described in [RFC2119]. All statements of optional behavior use either MAY, SHOULD, or SHOULD NOT.

1.2 References

References to Microsoft Open Specifications documentation do not include a publishing year because links are to the latest version of the technical documents, which are updated frequently. References to other documents include a publishing year when one is available.

1.2.1 Normative References

We conduct frequent surveys of the normative references to assure their continued availability. If you have any issue with finding a normative reference, please contact dochelp@microsoft.com. We will assist you in finding the relevant information. Please check the archive site, http://msdn2.microsoft.com/en-us/library/E4BD6494-06AD-4aed-9823-445E921C9624, as an additional source.

[MS-FSIXDS] Microsoft Corporation, "Index Data Structures".


1.2.2 Informative References


[MS-GLOS] Microsoft Corporation, "Microsoft Office Master Glossary".

1.3 Protocol Overview (Synopsis)

This protocol enables files and directory structures to be copied from a file sender, the protocol client, to a file receiver, the protocol server. This is accomplished by sending a set of messages in a predefined sequence between the protocol client and the protocol server. The protocol client determines the order in which each file within the directory structure is copied.

Files larger than 5,242,880 bytes, that is 5 mebibytes (MiBs) or megabinary bytes, are split into one or more chunks of 5 MiB plus a trailing chunk of a size less than or equal to 5 MiB, and sent sequentially to the file receiver.

1.4 Relationship to Other Protocols

This protocol relies on TCP/IP, as described in [RFC793], as its transport protocol for passing the messages between the protocol client and the protocol server.

The following figure shows the underlying messaging and transport stack that the protocol uses:

![Remote File Copy](image)

Figure 1: This protocol in relation to other protocols

No other protocol depends directly on this protocol.

1.5 Prerequisites/Preconditions

A TCP/IP connection, as described in [RFC793], between the protocol client and the protocol server needs to exist before this protocol can be used. The protocol client and protocol server are initialized to either transfer a single file or a directory structure. The Remote File Copy Orchestrating protocol, as described in [MS-FSRFCO], is used for this purpose.

The protocol client and protocol server are expected to know a shared signature string, as described in section 2.2.2.

1.6 Applicability Statement

This protocol is applicable for copying directories and single files between search service application nodes, typically between a master indexer node, that is, the file sender, and file receivers including backup indexer nodes, query matching nodes, and query processing nodes.
This protocol does not support multiple endpoints. The TCP/IP connection, as described in [RFC793], between the file sender and file receiver is closed after either a single file or a directory structure has been copied, as described in [MS-FSRFCO] section 3.1.4.6.

1.7 Versioning and Capability Negotiation

**Capability negotiation:** The protocol client and protocol server are expected to know a shared signature string, as described in section 2.2.2, and be configured to copy either a single file or a directory structure.

1.8 Vendor-Extensible Fields

None.

1.9 Standards Assignments

None.
2 Messages

2.1 Transport

Messages MUST be transported by using TCP/IP, as specified in [RFC793].

2.2 Message Syntax

The type of an incoming message MUST be determined by the protocol server based on the sequence of the messages sent from the protocol client and the content of the copy type state, as specified in section 3.1.1.

The data types used in the following sections MUST be as specified in the following table.

<table>
<thead>
<tr>
<th>Type</th>
<th>Specification</th>
</tr>
</thead>
<tbody>
<tr>
<td>int64</td>
<td>A 64 bit signed integer with big-endian data representation.</td>
</tr>
<tr>
<td>string</td>
<td>A string encoded in ASCII, as specified in [RFC20].</td>
</tr>
<tr>
<td>byte</td>
<td>A signed byte.</td>
</tr>
</tbody>
</table>

2.2.1 string length

The string length message contains the length of a string, as follows.

```
0 1 2 3 4 5 6 7 8 9 1 0 1 2 3 4 5 6 7 8 9 2 0 1 2 3 4 5 6 7 8 9 3 0 1
```

string length

... string length (8 bytes): An int64 that MUST be equal to or greater than zero.

2.2.2 signature string

The signature string message contains the unique signature string for the socket protocol. The signature string MUST be known to both the protocol client and the protocol server, as follows.

```
0 1 2 3 4 5 6 7 8 9 1 0 1 2 3 4 5 6 7 8 9 2 0 1 2 3 4 5 6 7 8 9 3 0 1
```

signature

... signature (10 bytes): A string that MUST contain the signature string, "RTS_FT_V_9".
2.2.3 name string

The name string message contains a relative file or path name to the file or directory being copied. The length is variable, and the content can be empty. The file or path name MUST be relative to the content of the base directory state, as follows.

| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 2 | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 3 | 0 | 1 |
|   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |

name (variable)

... 

name (variable): A string that MUST be empty or a valid relative file system directory or file name.

2.2.4 size

The size message contains the size in bytes of the directory or file to be transferred, as follows.

| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 1 | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 2 | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 3 | 0 | 1 |
|   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |

size

... 

size (8 bytes): An int64 that MUST be equal to or greater than zero.

2.2.5 chunk

The chunk message contains the data or part of the data of the file to be transferred, as follows.

| 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 1 | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 2 | 0 | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 3 | 0 | 1 |
|   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |   |

chunk (variable)

... 

chunk (variable): A byte sequence which MUST have length between 0 and 5 MiB.

2.2.6 receipt

The receipt message contains status information from the file receiver. If the content is 1, the file receiver detected no errors, and no special actions are required. If the content is 0, the file receiver detected errors, and the file sender MUST close down the TCP/IP socket and stop the file sending sequence. The structure of the message is as follows.
receipt (1 byte): A byte that MUST be either 0 or 1.
3  Protocol Details

3.1  Common Details

The first sequence of messages MUST be a signature message sequence, as specified in section 3.1.5.1, used by the protocol server to verify and acknowledge the protocol client.

If the content of the copy type state is "file", the second sequence of messages MUST be a file information message sequence, as specified in section 3.1.5.3, followed by a file data message sequence, as specified in section 3.1.5.4.

If the content of the copy type state is "directory", the second sequence of messages MUST be a directory information message sequence, as specified in section 3.1.5.2, followed by a file information message sequence and a file data message sequence for each file within the directory. The protocol client determines the order in which each file within the directory structure is copied.

The content of a file larger than 5 MiB MUST be sent sequentially within the file data message sequence in one or more chunks of 5 MiB plus a trailing chunk of a size less than or equal to 5 MiB.

The last message sent MUST be a receipt message, as specified in section 2.2.6, sent from the protocol server to the protocol client. If the content of the copy type state is "file", the protocol server sends a second receipt message, which MUST be ignored by the protocol client.

The internal format of files being copied is specified in [MS-FSIXDS]. The copy sequence is shown in the following figure.
3.1.1 Abstract Data Model

This section describes a conceptual model of possible data organization that an implementation maintains to participate in this protocol. The described organization is provided to facilitate the explanation of how the protocol behaves. This document does not mandate that implementations adhere to this model as long as their external behavior is consistent with that described in this document.

The protocol client and protocol server MUST maintain the following states:
copy type: A state that MUST be "file" if a single file is being copied, or "directory" if a directory structure is being copied. This state MUST be set by the start method specified in [MS-FSRFCD] section 3.1.4.5.

base directory: A state containing the base directory name of the file or directory being copied. This state MUST be set by the start method specified in [MS-FSRFCD] section 3.1.4.5.

3.1.2 Timers

None.

3.1.3 Initialization

A TCP/IP connection, as specified in [RFC793], between the protocol client and the protocol server MUST exist before this protocol can be used. The protocol client and protocol server MUST be configured to either transfer a single file or a directory structure, and the copy type state updated to reflect this. The base directory state on the protocol server MUST be configured. The Remote File Copy Orchestrating protocol, as specified in [MS-FSRFCD], is used for this purpose.

3.1.4 Higher-Layer Triggered Events

None.

3.1.5 Message Processing Events and Sequencing Rules

This section specifies message sequences sent and received by the protocol client and the protocol server.

3.1.5.1 Signature message sequence

The signature message sequence contains a signature string, used by the protocol client to verify the protocol server. It MUST adhere to the following sequence.

1. A string length message, as specified in section 2.2.1, containing the length of the signature string, as specified in section 2.2.2.

2. A signature string message, as specified in section 2.2.2.

3. A receipt message, as specified in section 2.2.6, sent from the protocol server to the protocol client.

4. Done.

The signature message sequence is shown in the following figure.

![Signature message sequence diagram]

Figure 3: Signature message sequence
3.1.5.2 Directory information message sequence

The directory information message sequence contains information about a directory being copied, which MUST be relative to the content of the base directory state. It MUST be followed by a file information message sequence, as specified in section 3.1.5.3, for each file within the directory structure. It MUST adhere to the following sequence.

1. A string length message, as specified in section 2.2.1, containing the length of the relative directory name.

2. If the length of the directory name is zero, go to step 4, otherwise go to step 3.

3. A name string message, as specified in section 2.2.3, containing the relative directory name to be copied, which can be empty. The directory name MUST be relative to the content of the base directory state.

4. A directory size message, as specified in section 2.2.4, containing the combined size, in bytes, of all the files within the directory structure.

5. A number size message, as specified in section 2.2.4, containing the number of files within the directory structure.

6. Done.

The directory information message sequence is shown in the following figure.

![Diagram showing the sequence of messages for directory information]

Figure 4: Directory information message sequence

3.1.5.3 File information message sequence

The file information message sequence contains information about a file being copied. It MUST adhere to the following sequence.

1. A string length message, as specified in section 2.2.1, containing the length of the file name.

2. If the length of the file name is zero, go to step 4, otherwise go to step 3.

3. A name string message, as specified in section 2.2.3, containing the relative file name to be copied. The file name MUST be relative to the content of the base directory state.
4. A **size** message, as specified in section 2.2.4, containing the file size, in bytes.

5. Done.

The file information message sequence is shown in the following figure.

![Figure 5: File information message sequence](image)

### 3.1.5.4 File data message sequence

The file data message sequence contains the content of a file being copied. Files larger than 5 MiB are sent in sequential chunks. It MUST adhere to the following sequence.

1. If the size of the file data not yet sent is smaller than or equal to 5 MiB, go to step 4.

2. A **chunk** message, as specified in section 2.2.5, containing the first 5 MiB of the file not yet sent.

3. Go to step 1.

4. If the size of the file data not yet sent is larger than zero, go to step 5, otherwise go to step 6.

5. A **chunk** message containing the not yet sent file data.

6. Done.

The file data message sequence is shown in the following figure.

![Figure 5: File data message sequence](image)
Figure 6: File data message sequence

3.1.6 Timer Events

None.

3.1.7 Other Local Events

None.

3.2 Server Details

A file receiver acts as protocol server, receiving files from a file sender, the protocol client.

3.2.1 Abstract Data Model

This section describes a conceptual model of possible data organization that an implementation maintains to participate in this protocol. The described organization is provided to facilitate the explanation of how the protocol behaves. This document does not mandate that implementations adhere to this model as long as their external behavior is consistent with that described in this document.

The file receiver MUST maintain the common states as specified in section 3.1.1.

The file receiver MUST maintain the following states for a directory being copied:

directory size: A state containing the combined size, in bytes, of all the files within the directory structure.

number of files: A state containing the number of files within the directory structure.

The file receiver MUST maintain the following states for a file being copied, either as a single file or as a file within a directory structure:

file name: A state containing the name of the file received from the file sender.

file size: A state containing the size, in bytes, of the file received from the file sender.

3.2.2 Timers

The socket timeout timer measures the time spent on a write or read to the TCP/IP socket, as specified in [RFC793], between the protocol client and protocol server. The implementation-specific maximum value is approximately 10 minutes.

3.2.3 Initialization

See section 3.1.3.

3.2.4 Higher-Layer Triggered Events

None.

3.2.5 Message Processing Events and Sequencing Rules

The type of each message received by the protocol server is based on a predetermined receiving sequence, as specified in section 3.1.
3.2.5.1 Receiving a signature message sequence

The signature message sequence is specified in section 3.1.5.1.

The protocol server MUST send a receipt message with the value 1, as specified in section 2.2.6, if the received signature string is "RTS_FT_V_9", as specified in section 2.2.2.

The protocol server MUST send a receipt message with the value 0, as specified in section 2.2.6, if the received signature string is not "RTS_FT_V_9", as specified in section 2.2.2. If so, it MUST also stop the file copying process.

3.2.5.2 Receiving a directory information message sequence

The directory information message sequence is specified in section 3.1.5.2.

The protocol server MUST store the content of the directory size message in the directory size state, and the content of the number size message in the number of files state.

When a directory is copied, the protocol client determines the order in which each file within the directory structure is copied.

3.2.5.3 Receiving a file information message sequence

The file information message sequence is specified in section 3.1.5.3.

The protocol server MUST store the content of the name string message in the file name state, and the content of the size message in the file size state.

3.2.5.4 Receiving a file data message sequence

The file data message sequence is specified in section 3.1.5.4.

If the file size state is greater than zero, the protocol server MUST store the received file data to a file with the name equal to the relative file name state within the base directory contained in the base directory state.

If a directory structure is being sent, the protocol server MUST continue to receive file information message sequences and file data message sequences until the number of files received equals the number of files state.

3.2.5.5 Sending a receipt message

The receipt message is specified in section 2.2.6.

If the content of the copy type state is "file", the protocol server MUST send a receipt message with the value 0 if the size of the received file differs from the content of the file size state, otherwise a receipt message with the value 1. The protocol server sends a second receipt message with the value 1, which MUST be ignored by the protocol client.

If the content of the copy type state is "directory", the protocol MUST send a receipt message with the value 0 if the size of the received directory differs from the content of the directory size state, otherwise a receipt message with the value 1.

3.2.6 Timer Events

The socket timeout event stops the file copying and closes down the TCP/IP connection.
3.2.7 Other Local Events

None.

3.3 Client Details

A file sender acts as protocol client, sending a single file or a directory structure to a file receiver, the protocol server.

3.3.1 Abstract Data Model

This section describes a conceptual model of possible data organization that an implementation maintains to participate in this protocol. The described organization is provided to facilitate the explanation of how the protocol behaves. This document does not mandate that implementations adhere to this model as long as their external behavior is consistent with that described in this document.

The file sender MUST maintain the common states as specified in section 3.1.1 and the following state:

remaining file content: A state containing the remaining content of a file being sent.

3.3.2 Timers

The socket timeout timer measures the time spent on a write or read to the TCP/IP socket between the protocol client and protocol server. The implementation-specific maximum value is approximately 10 minutes.

3.3.3 Initialization

See section 3.1.3.

3.3.4 Higher-Layer Triggered Events

None.

3.3.5 Message Processing Events and Sequencing Rules

The type of each message sent by the protocol client is based on a predetermined sending sequence, as specified in section 3.1.

3.3.5.1 Sending a signature message Sequence

The signature message sequence is specified in section 3.1.5.1.

If the protocol server’s receipt message is 0, the protocol client MUST stop the file transfer process.

3.3.5.2 Sending a directory information message Sequence

The directory information message sequence is specified in section 3.1.5.2.

When a directory is copied, the protocol client determines the order in which each file within the directory structure is copied.
3.3.5.3 Sending a file information message Sequence

The file information message sequence is specified in section 3.1.5.3.

When a directory is copied, the protocol client determines the order in which each file within the directory structure is copied.

3.3.5.4 Sending a file data message Sequence

The file data message sequence is specified in section 3.1.5.4.

If a directory structure is being sent, the protocol server MUST continue to send file information message sequences and file data message sequences until all files within the directory structure have been sent.

3.3.5.5 Receiving a receipt Message

The receipt message is specified in section 2.2.6.

If the content of the copy type state is "file", the protocol client MUST read a receipt message from the protocol server after the file data message sequence has been sent. The protocol server sends a second receipt message, which MUST be ignored by the protocol client.

If the content of the copy type state is "directory", the protocol client MUST read a receipt message from the protocol server after the file data message sequence of the last file has been sent.

3.3.6 Timer Events

The socket timeout event stops the file copying and closes down the TCP/IP connection.

3.3.7 Other Local Events

None
4 Protocol Examples

4.1 Copy a Single File

The example in this section copies a single file named "toobad", of which the content is "abc".

<table>
<thead>
<tr>
<th>Data</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sent from protocol client:</td>
<td></td>
</tr>
<tr>
<td>00 00 00 00 00 00 00 0A</td>
<td>Length of signature string, 10.</td>
</tr>
<tr>
<td>52 54 53 5F 46 54 5F 56 5F 39</td>
<td>Signature string, &quot;RTS_FT_V_9&quot;.</td>
</tr>
<tr>
<td>Sent from protocol server:</td>
<td></td>
</tr>
<tr>
<td>01</td>
<td>Receipt with success value 1.</td>
</tr>
</tbody>
</table>

Sent from protocol client:

<table>
<thead>
<tr>
<th>Data</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>00 00 00 00 00 00 00 06</td>
<td>Length of file name, 6.</td>
</tr>
<tr>
<td>74 6F 66 6F 62 06</td>
<td>File name string, &quot;toobad&quot;.</td>
</tr>
<tr>
<td>00 00 00 00 00 00 00 03</td>
<td>Length of file, 3 bytes.</td>
</tr>
<tr>
<td>61 62 63</td>
<td>File data, &quot;abc&quot;. Only one chunk sent, as length is less than 5 MiB.</td>
</tr>
<tr>
<td>Sent from protocol server:</td>
<td></td>
</tr>
<tr>
<td>01</td>
<td>Receipt with success value 1.</td>
</tr>
<tr>
<td>01</td>
<td>Receipt with success value 1 (message ignored by protocol client)</td>
</tr>
</tbody>
</table>

4.2 Copy a Directory Structure

The example in this section copies a directory named "toobad" which contains the two files "abc" and "def", and a directory "too". The directory "too" contains the file "ghi". The content of all files is "test".

```
toobad - abc
def
   too - ghi
```

<table>
<thead>
<tr>
<th>Data</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Sent from protocol client:</td>
<td></td>
</tr>
<tr>
<td>00 00 00 00 00 00 00 0A</td>
<td>Length of signature string, 10.</td>
</tr>
<tr>
<td>52 54 53 5F 46 54 5F 56 5F 39</td>
<td>Signature string, &quot;RTS_FT_V_9&quot;.</td>
</tr>
<tr>
<td>Sent from protocol server:</td>
<td></td>
</tr>
<tr>
<td>01</td>
<td>Receipt with success value 1.</td>
</tr>
<tr>
<td>Sent from protocol client:</td>
<td></td>
</tr>
<tr>
<td>Data</td>
<td>Description</td>
</tr>
<tr>
<td>----------------------------------------------------------------------</td>
<td>-----------------------------------------------------------------------------</td>
</tr>
<tr>
<td>00 00 00 00 00 00 00 00 00 06</td>
<td>Length of directory name, 6.</td>
</tr>
<tr>
<td>74 6F 6F 62 61 64</td>
<td>Directory name string, &quot;toobad&quot;</td>
</tr>
<tr>
<td>00 00 00 00 00 00 00 00 00 0C</td>
<td>Size of files in directory, 12 bytes</td>
</tr>
<tr>
<td>00 00 00 00 00 00 00 00 03</td>
<td>Number of files in directory, 3</td>
</tr>
<tr>
<td>00 00 00 00 00 00 00 00 00 0A</td>
<td>Length of file name, 10.</td>
</tr>
<tr>
<td>74 6F 6F 62 61 64 5C 61 62 63</td>
<td>File name string, &quot;toobad\abc&quot;</td>
</tr>
<tr>
<td>00 00 00 00 00 00 00 00 04</td>
<td>Length of file, 4.</td>
</tr>
<tr>
<td>74 65 73 74</td>
<td>File data, &quot;test&quot;. Only one chunk sent, as length is less than 5 MiB.</td>
</tr>
<tr>
<td>00 00 00 00 00 00 00 00 00 0A</td>
<td>Length of file name, 10.</td>
</tr>
<tr>
<td>74 6F 6F 62 61 64 5C 64 65 66</td>
<td>File name string, &quot;toobad\def&quot;</td>
</tr>
<tr>
<td>00 00 00 00 00 00 00 00 00 04</td>
<td>Length of file, 4.</td>
</tr>
<tr>
<td>74 65 73 74</td>
<td>File data, &quot;test&quot;. Only one chunk sent, as length is less than 5 MiB.</td>
</tr>
<tr>
<td>00 00 00 00 00 00 00 00 00 0E</td>
<td>Length of file name, 14.</td>
</tr>
<tr>
<td>74 6F 6F 62 61 64 5C 74 6F 6F 5C 67 68 69</td>
<td>File name string, &quot;toobad\too\ghi&quot;.</td>
</tr>
<tr>
<td>00 00 00 00 00 00 00 00 00 04</td>
<td>Length of file, 4.</td>
</tr>
<tr>
<td>74 65 73 74</td>
<td>File data, &quot;test&quot;. Only one chunk sent, as length is less than 5 MiB.</td>
</tr>
</tbody>
</table>

Sent from protocol server:

01 Receipt with success value 1.
5   Security

5.1   Security Considerations for Implementers

None.

5.2   Index of Security Parameters

None.
6 Appendix A: Product Behavior

The information in this specification is applicable to the following Microsoft products or supplemental software. References to product versions include released service packs:

- Microsoft® FAST™ Search Server 2010

Exceptions, if any, are noted below. If a service pack or Quick Fix Engineering (QFE) number appears with the product version, behavior changed in that service pack or QFE. The new behavior also applies to subsequent service packs of the product unless otherwise specified. If a product edition appears with the product version, behavior is different in that product edition.

Unless otherwise specified, any statement of optional behavior in this specification that is prescribed using the terms SHOULD or SHOULD NOT implies product behavior in accordance with the SHOULD or SHOULD NOT prescription. Unless otherwise specified, the term MAY implies that the product does not follow the prescription.
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